**Problem Solving**

**Difficulty Level:Easy**

**Problems:**

1. Check Whether a Given Number is Even or Odd

**Even Number:**  
A number is said to be an **even number** if it is completely divisible by 2.  
In other words, if a number is divided by 2 and leaves a remainder of 0, then it is said to be an even number.  
**Example:** 36, 24

**Odd Number:**  
A number is said to be an **odd number** if it is not completely divisible by 2.  
In other words, if a number is divided by 2 and the remainder is 1, it is said to be an odd number.  
**Example:** 21, 15

#include <stdio.h>

int main() {

int num;

printf("Enter an integer: ");

scanf("%d", &num);

// true if num is perfectly divisible by 2

if(num % 2 == 0)

printf("%d is even.", num);

else

printf("%d is odd.", num);

return 0;

}

Output : Enter an integer: 56

56 is even.

1. Find the Sum of Even and Odd Numbers

Problem Description:

The program takes the number N and finds the sum of odd and even numbers from 1 to N.

#include <stdio.h>

void main()

{

int i, num, odd\_sum = 0, even\_sum = 0;

printf("Enter the value of num\n");

scanf("%d", &num);

for (i = 1; i <= num; i++)

{

if (i % 2 == 0)

even\_sum = even\_sum + i;

else

odd\_sum = odd\_sum + i;

}

printf("Sum of all odd numbers = %d\n", odd\_sum);

printf("Sum of all even numbers = %d\n", even\_sum);

}

1. Check Whether a Number is Positive or Negative

Problem Description:

The program takes the given integer and checks whether the integer is positive or negative.

#include <stdio.h>

int main() {

double num;

printf("Enter a number: ");

scanf("%lf", &num);

if (num <= 0.0) {

if (num == 0.0)

printf("You entered 0.");

else

printf("You entered a negative number.");

}

else

printf("You entered a positive number.");

return 0;

}

1. Find the Largest Number Among Three Numbers.

In C programming, the largest element of a number is the number with the highest numerical value of the three numbers.

For example, if three numbers are given, 1, 2, 3, the largest of the three numbers is 3.

Problem Description

Write a C program that takes the 3 numbers and finds the largest number Aamong three numbers.

#include <stdio.h>

int main() {

double n1, n2, n3;

printf("Enter three different numbers: ");

scanf("%lf %lf %lf", &n1, &n2, &n3);

// if n1 is greater than both n2 and n3, n1 is the largest

if (n1 >= n2 && n1 >= n3)

printf("%.2f is the largest number.", n1);

// if n2 is greater than both n1 and n3, n2 is the largest

if (n2 >= n1 && n2 >= n3)

printf("%.2f is the largest number.", n2);

// if n3 is greater than both n1 and n2, n3 is the largest

if (n3 >= n1 && n3 >= n2)

printf("%.2f is the largest number.", n3);

return 0;

1. Swap Two Numbers

Swapping two numbers in C programming means swapping the values of two variables. For example, there are two variables m & n. Value of m is “2” & value of n is “3”.

Before Swapping: m value = 2; n value = 3

After Swapping: m value = 3; n value = 2

#include<stdio.h>

int main() {

double first, second, temp;

printf("Enter first number: ");

scanf("%lf", &first);

printf("Enter second number: ");

scanf("%lf", &second);

// value of first is assigned to temp

temp = first;

// value of second is assigned to first

first = second;

// value of temp (initial value of first) is assigned to second

second = temp;

// %.2lf displays number up to 2 decimal points

printf("\nAfter swapping, first number = %.2lf\n", first);

printf("After swapping, second number = %.2lf", second);

return 0;

}

1. Find the Number of Integers Divisible by 5

Problem Description

1. This problem takes the range as input and finds the number of integers divisible by 5 in the given range.

2. Also finds the sum of all integers that are divisible by 5 in the given range.

#include <stdio.h>

void main()

{

int i, num1, num2, count = 0, sum = 0;

printf("Enter the value of num1 and num2 \n");

scanf("%d %d", &num1, &num2);

/\* Count the number and compute their sum\*/

printf("Integers divisible by 5 are \n");

for (i = num1; i < num2; i++)

{

if (i % 5 == 0)

{

printf("%3d,", i);

count++;

sum = sum + i;

}

}

printf("\n Number of integers divisible by 5 between %d and %d =

%d\n", num1, num2, count);

printf("Sum of all integers that are divisible by 5 = %d\n", sum);

}

1. Check if Two Numbers are Equal

Problem Description

This problem accepts two integers and check if they are equal or not.

#include <stdio.h>

int main() {

int num1, num2;

printf("Enter First Number: ");

scanf("%d", &num1);

printf("Enter Second Number: ");

scanf("%d", &num2);

if (num1 == num2) {

printf("Both numbers are equal.");

} else {

printf("Numbers are not equal");

}

return 0;

}

1. Sum of Digits

Sum of digitsproblem allows a user to enter any number, divide that number into individual numbers, and sum those individual numbers.

Example 1:

Given number = 14892 => 1 + 4 + 8 + 9 + 2 = 24.

Sum of digits of a given number “14892” is 24.

Example 2:

Given number = 3721 => 3 + 7 + 2 + 1 = 13.

Sum of digits of a given number “3721” is 13.

#include<stdio.h>

int main()

{

int n,sum=0,m;

printf("Enter a number:");

scanf("%d",&n);

while(n>0)

{

m=n%10;

sum=sum+m;

n=n/10;

}

printf("Sum is=%d",sum);

return 0;

}

1. Increment by 1 to all the Digits of a Given Integer

Problem Description

Increases 1 to all of the given integer digit and print the sum of all digits.

#include <stdio.h>

int main()

{

int number, sum = 0, remainder, count;

printf("Enter a number: ");

scanf("%d", &number);

while (number)

{

remainder = number % 10;

sum = sum + (remainder + 1);

number /= 10;

}

printf("increasing 1 to all digits: %d", sum);

return 0;

}

1. Multiplication Table

A multiplication table of numbers is created by multiplying a constant integer by a number of repetitions ranging from 1 to 10.

#include <stdio.h>

int main() {

int n;

printf("Enter an integer: ");

scanf("%d", &n);

for (int i = 1; i <= 10; ++i) {

printf("%d \* %d = %d \n", n, i, n \* i);

}

return 0;

}

1. Count the Number of Vowels and Consonants in a Sentence

Problem Description

This problem takes the sentence as input and counts the number of vowels & consonants in a sentence.

#include <stdio.h>

int main() {

char line[150];

int vowels, consonant, digit, space;

// initialize all variables to 0

vowels = consonant = digit = space = 0;

// get full line of string input

printf("Enter a line of string: ");

fgets(line, sizeof(line), stdin);

// loop through each character of the string

for (int i = 0; line[i] != '\0'; ++i) {

// convert character to lowercase

line[i] = tolower(line[i]);

// check if the character is a vowel

if (line[i] == 'a' || line[i] == 'e' || line[i] == 'i' ||

line[i] == 'o' || line[i] == 'u') {

// increment value of vowels by 1

++vowels;

}

// if it is not a vowel and if it is an alphabet, it is a consonant

else if ((line[i] >= 'a' && line[i] <= 'z')) {

++consonant;

}

// check if the character is a digit

else if (line[i] >= '0' && line[i] <= '9') {

++digit;

}

// check if the character is an empty space

else if (line[i] == ' ') {

++space;

}

}

printf("Vowels: %d", vowels);

printf("\nConsonants: %d", consonant);

printf("\nDigits: %d", digit);

printf("\nWhite spaces: %d", space);

return 0;

}

1. Accept the Height of a Person & Categorize as Taller, Dwarf & Average

Problem Description

This problem accepts the height of a person as input and categorizes as taller, dwarf & average.

#include <stdio.h>

void main()

{

float height;

printf("Enter the Height (in centimetres) \n");

scanf("%f", &height);

if (height < 150.0)

printf("Dwarf \n");

else if ((height >= 150.0) && (height <= 165.0))

printf(" Average Height \n");

else if ((height > 165.0) && (height <= 195.0))

printf("Taller \n");

else

printf("Abnormal height \n");

}

1. Prime Number

A prime number is a natural number that is greater than 1 and is only divisible by 1 and itself. In other words, no number except the number itself, and 1 can divide a prime number.

Example: 2, 3, 5, 7, 11, 13, 17, 19 …., etc.

Problem Description

check if a given number is Prime number. If the number is Prime, then display it is a prime number else display it is not a prime number.

#include<stdio.h>

int main(){

int n,i,m=0,flag=0;

printf("Enter the number to check prime:");

scanf("%d",&n);

m=n/2;

for(i=2;i<=m;i++)

{

if(n%i==0)

{

printf("Number is not prime");

flag=1;

break;

}

}

if(flag==0)

printf("Number is prime");

return 0;

}

1. Check Whether a Given Number is Perfect Number

A perfect number is a number that is equal to the sum of its proper divisors. For example, the divisors of 6 are 1, 2 and 3. The sum of the proper divisors of 6 is 1 + 2 + 3 = 6, which is a perfect number. The sum of the proper divisors of 28 is 1 + 2 + 4 + 7 + 14 = 28, which is also a perfect number.

Problem Description

Ask the user for a number and then check whether the number is a perfect number or not.

#include<stdio.h>

int main(){

int number,i,result=0;//declare variables and initialize result to 0

printf("enter the number:");

scanf("%d",&number);

for(i=1;i<=number;i++){

if(number%i==0)

result=result+i;

}

if(result==2\*number) //checking the sum of factors==2\*number

printf("perfect number");

else

printf("not perfect number");

}

1. Check Armstrong Number

Armstrong Number in C: An Armstrong number is an n-digit base b number such that the sum of its (base b) digits raised to the power n is the number itself. Armstrong numbers are 0, 1, 153, 370, 371, 407, etc.

Armstrong Number Formula: wxyz = pow(w,n) + pow(x,n) + pow(y,n) + pow(z,n)

#include <stdio.h>

int main() {

int num, originalNum, remainder, result = 0;

printf("Enter a three-digit integer: ");

scanf("%d", &num);

originalNum = num;

while (originalNum != 0) {

// remainder contains the last digit

remainder = originalNum % 10;

result += remainder \* remainder \* remainder;

// removing last digit from the orignal number

originalNum /= 10;

}

if (result == num)

printf("%d is an Armstrong number.", num);

else

printf("%d is not an Armstrong number.", num);

return 0;

}

1. Reverse a Number

Reverse a Number means moving the digit at the last position to the first position and vice versa.

For example, if the given number is “1234”, the reverse number will be “4321”.

#include <stdio.h>

int main() {

int n, reverse = 0, remainder;

printf("Enter an integer: ");

scanf("%d", &n);

while (n != 0) {

remainder = n % 10;

reverse = reverse \* 10 + remainder;

n /= 10;

}

printf("Reversed number = %d", reverse);

return 0;

}

1. Reverse a Number and Check if it is a Palindrome

Problem Description

Accepts an integer, reverse it and also checks if it is a palindrome or not.

#include <stdio.h>

int main() {

int n, reversed = 0, remainder, original;

printf("Enter an integer: ");

scanf("%d", &n);

original = n;

// reversed integer is stored in reversed variable

while (n != 0) {

remainder = n % 10;

reversed = reversed \* 10 + remainder;

n /= 10;

}

// palindrome if orignal and reversed are equal

if (original == reversed)

printf("%d is a palindrome.", original);

else

printf("%d is not a palindrome.", original);

return 0;

}

1. C Program to Add Two Binary Numbers

Problem Description

This program finds the sum of two binary numbers.

#include <stdio.h>

int main()

{

long binary1, binary2;

int i = 0, remainder = 0, sum[20];

printf("Enter the first binary number: ");

scanf("%ld", &binary1);

printf("Enter the second binary number: ");

scanf("%ld", &binary2);

while (binary1 != 0 || binary2 != 0)

{

sum[i++] =(binary1 % 10 + binary2 % 10 + remainder) % 2;

remainder =(binary1 % 10 + binary2 % 10 + remainder) / 2;

binary1 = binary1 / 10;

binary2 = binary2 / 10;

}

if (remainder != 0)

sum[i++] = remainder;

--i;

printf("Sum of two binary numbers: ");

while (i >= 0)

printf("%d", sum[i--]);

return 0;

}

1. Find Prime Numbers in a Given Range

Problem Description

Take the range and finds all the prime numbers between the range and also prints the number of prime numbers.

#include <stdio.h>

int main() {

int low, high, i, flag;

printf("Enter two numbers(intervals): ");

scanf("%d %d", &low, &high);

printf("Prime numbers between %d and %d are: ", low, high);

// iteration until low is not equal to high

while (low < high) {

flag = 0;

// ignore numbers less than 2

if (low <= 1) {

++low;

continue;

}

// if low is a non-prime number, flag will be 1

for (i = 2; i <= low / 2; ++i) {

if (low % i == 0) {

flag = 1;

break;

}

}

if (flag == 0)

printf("%d ", low);

// to check prime for the next number

// increase low by 1

++low;

}

return 0;

}

1. Leap Year

Leap Year:A year is a Leap Year if it satisfies the following conditions:

The year is exactly divisible by 400 (such as 2000,2400) or,

The year is exactly divisible by 4 (such as 2008, 2012, 2016) and not a multiple of 100 (such as 1900, 2100, 2200).

// C program to check if a given

// year is leap year or not

#include <stdio.h>

#include <stdbool.h>

bool checkYear(int year)

{

// If a year is multiple of 400,

// then it is a leap year

if (year % 400 == 0)

return true;

// Else If a year is multiple of 100,

// then it is not a leap year

if (year % 100 == 0)

return false;

// Else If a year is multiple of 4,

// then it is a leap year

if (year % 4 == 0)

return true;

return false;

}

// driver code

int main()

{

int year = 2000;

checkYear(year)? printf("Leap Year"):

printf("Not a Leap Year");

return 0;

}

1. Fibonacci Series

Fibonacci series are the numbers in the sequence 0, 1, 1, 2, 3, 5, 8, 13, 21….. The series in the Fibonacci sequence is equal to the sum of the previous two terms. The Fibonacci sequence’s first two terms are 0 and 1 respectively.

#include <stdio.h>

int main() {

int i, n;

// initialize first and second terms

int t1 = 0, t2 = 1;

// initialize the next term (3rd term)

int nextTerm = t1 + t2;

// get no. of terms from user

printf("Enter the number of terms: ");

scanf("%d", &n);

// print the first two terms t1 and t2

printf("Fibonacci Series: %d, %d, ", t1, t2);

// print 3rd to nth terms

for (i = 3; i <= n; ++i) {

printf("%d, ", nextTerm);

t1 = t2;

t2 = nextTerm;

nextTerm = t1 + t2;

}

return 0;

}

1. Factorial

When you multiply a positive integer by all the integers smaller than that positive integer, you get its factorial.

For example, factorial of 3 is 3! = 1\*2\*3 = 6 and factorial of 6 is 6! = 6 \* 5 \* 4 \* 3 \* 2 \* 1 which equals to 720.

By default, the factorial of 0 is 1, and Factorial of a negative number is not defined.

#include <stdio.h>

int main() {

int n, i;

unsigned long long fact = 1;

printf("Enter an integer: ");

scanf("%d", &n);

// shows error if the user enters a negative integer

if (n < 0)

printf("Error! Factorial of a negative number doesn't exist.");

else {

for (i = 1; i <= n; ++i) {

fact \*= i;

}

printf("Factorial of %d = %llu", n, fact);

}

return 0;

}

1. Floyd’s Triangle

Floyds Triangle in C is a right-angled triangular array of natural numbers. It is defined by filling the rows of the triangle with consecutive numbers, starting with a 1 in the top left corner: 1. Number of rows of Floyd’s triangle to print is entered by the user. For loop is used to print the output of the program.

Example:

A Floyd’s triangle is a triangle in which each number is the sum of the two numbers above it. For example, the first row of the Floyd’s triangle is 1, the second row is 2 + 1 = 3, and so on. The following is a diagram of the Floyd’s triangle:

1

2 3

4 5 6

7 8 9 10

#include <stdio.h>

#include <conio.h>

void main()

{

int num, i, j, k = 1;

printf( " Enter a number to define the rows in Floyd's triangle: \n");

scanf( "%d", &num);

// use nested for loop

// outer for loop define the rows and check rows condition

for (i = 1; i <= num; i++)

{

// inner loop check j should be less than equal to 1 and print the data.

for (j = 1; j <= i; j++)

{

printf(" %2d", k++); // print the number

}

printf( "\n");

}

getch();

}

1. Pascal Triangle

Pascal Triangle is a pattern similar to a triangle. Firstly, 1 is placed at the top, and then we start putting the numbers in a triangular pattern. The numbers which we get in each step are the addition of the above two numbers.

Enter the Number of Rows in the Pascal Triangle:: 6

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

1 5 10 10 5 1

#include

int main()

{

int rows, coef = 1, space, i, j;

printf(“\nEnter the number of rows : “);

scanf(“%d”,&rows);

printf(“\n”);

for(i=0; i<rows; i++)

{

for(space=1; space <= rows-i; space++)

printf(” “);

for(j=0; j <= i; j++)

{

if (j==0 || i==0)

coef = 1;

else

coef = coef\*(i-j+1)/j;

printf(“%4d”, coef);

}

printf(“\n\n”);

}

return 0;

}

1. A star pattern is a pattern that shows up as a staircase of stars.

\*

\*\*

\*\*\*

\*\*\*\*

\*\*\*\*\*

#include <stdio.h>

int main()

{

int n;

printf("Enter the number of rows");

scanf("%d",&n);

for(int i=1;i<=n;i++)

{

for(int j=1;j<=i;j++)

{

printf("\* ");

}

printf("\n");

}

return 0;

}

1. Rhombus Star Pattern in C

\*  
\*\*\*  
\*\*\*\*\*  
\*\*\*  
\*

#include <stdio.h>

int main() {

int i, j, rows;

printf("Enter the number of rows\n");

scanf("%d", &rows);

for (i = 0; i < rows; i++) {

/\* Print spaces before stars in a row \*/

for (j = 0; j < i; j++) {

printf(" ");

}

/\* Print rows stars after spaces in a row \*/

for (j = 0; j < rows; j++) {

printf("\*");

}

/\* jump to next row \*/

printf("\n");

}

return 0;

}

1. Diamond Star Pattern

Enter the number of rows: 5

\*

\*\*\*

\*\*\*\*\*

\*\*\*

\*

#include<stdio.h>

int main() {

int i, space, rows=7, star=0;

/\* Printing upper triangle \*/

for(i = 1; i <= rows; i++) {

/\* Printing spaces \*/

for(space = 1; space <= rows-i; space++) {

printf(" ");

}

/\* Printing stars \*/

while(star != (2\*i - 1)) {

printf("\*");

star++;;

}

star=0;

/\* move to next row \*/

printf("\n");

}

rows--;

/\* Printing lower triangle \*/

for(i = rows;i >= 1; i--) {

/\* Printing spaces \*/

for(space = 0; space <= rows-i; space++) {

printf(" ");

}

/\* Printing stars \*/

star = 0;

while(star != (2\*i - 1)) {

printf("\*");

star++;

}

printf("\n");

}

return 0;

}

Output
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\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*

\*

1. Find the Area of a Circle

Area of circle is defined as pi\*r\*r where pi is a constant whose value is (22/7 or 3.142) and r is the radius of a circle.

Formula to calculate the area of circle is: Area = pi\*r\*r

#include <stdio.h>

int main(void) {

float pie = 3.14;

int radius = 6;

printf("The radius of the circle is %d

" , radius);

float area = (float)(pie\* radius \* radius);

printf("The area of the given circle is %f", area);

return 0;

}

1. Find the Area of a Triangle

The area of ​​a triangle is defined as the total area bounded by the three sides of a given triangle.

Area of a Triangle Formula:

If the base and height are given, the area of the triangle is determined using the formula

A = 1/2∗b∗h

Enter Base and Height: 10 5

Area of Triangle is 25.00

#include<stdio.h>

int main()

{ float b ,h, area;

b= 5;

h= 13;

area = (b\*h) / 2 ;

printf("\n\n Area of Triangle is: %f",area);

return (0);

}

1. Find GCD and LCM of Two Integers

GCD (Greatest Common Divisor)

GCD stands for Greatest Common Divisor. GCD of two numbers is the largest positive integer that completely divides both the given numbers.

Example: GCD(10,15) = 15, GCD(12,15) = 3.

LCM (Least Common Multiple)

LCM stands for Least Common Multiple. It is a method to find the lowest common multiple between the two numbers. LCM of two numbers is the lowest possible number that is divisible by both numbers.

Examples: LCM(10,15) = 30, LCM(12,15) = 60.

Enter two numbers:

12 15

GCD of 12 and 15 = 3

LCM of 12 and 15 = 60

#include <stdio.h>

int main() {

int n1, n2, max;

printf("Enter two positive integers: ");

scanf("%d %d", &n1, &n2);

// maximum number between n1 and n2 is stored in max

max = (n1 > n2) ? n1 : n2;

while (1) {

if ((max % n1 == 0) && (max % n2 == 0)) {

printf("The LCM of %d and %d is %d.", n1, n2, max);

break;

}

++max;

}

return 0;

}

1. Find HCF of Two Numbers

HCF stands for Highest Common Factor. HCF of two numbers is the largest positive integer that completely divides both the given numbers.

Example: HCF(10,15) = 15, HCF(12,15) = 3.

Enter two numbers

12 15

HCF of 12 and 15 = 3.

#include <stdio.h>

int main()

{

int n1, n2, i, gcd;

printf("Enter two integers: ");

scanf("%d %d", &n1, &n2);

for(i=1; i <= n1 && i <= n2; ++i)

{

// Checks if i is factor of both integers

if(n1%i==0 && n2%i==0)

gcd = i;

}

printf("G.C.D of %d and %d is %d", n1, n2, gcd);

return 0;

}

1. Compare Two Strings

String is a sequence of characters terminated by the special character ‘\0’. Strings can be compared with or without using the string function.

Example:

String1=”Hello” String2=”Hello” Both string are equal

String1=”Hello” String2=”Hell” String1 is greater

String1=”Hello” String2=”Helz” String2 is greater

Enter the First string

hello

Enter the Second string

hell

First string is greater than Second string

#include <stdio.h>

#include<string.h>

int main()

{

char str1[20]; // declaration of char array

char str2[20]; // declaration of char array

int value; // declaration of integer variable

printf("Enter the first string : ");

scanf("%s",str1);

printf("Enter the second string : ");

scanf("%s",str2);

// comparing both the strings using strcmp() function

value=strcmp(str1,str2);

if(value==0)

printf("strings are same");

else

printf("strings are not same");

return 0;

}

1. Check Whether a Number is Palindrome or Not

A number is said to be a palindrome number if it reads the same forward and backward i.e., on reversing the digits of the number we get the same number.

Enter the number: 121

121 is a palindrome number.

Enter the number: 342

342 is not a palindrome number.

1. String Palindrome

String Palindrome: A palindrome is a word, phrase or sentence that reads the same backward or forward. A string is said to be a palindromic string when we traverse it from start to end or end to start then we get the same result.

Enter a string: sanfoundry

sanfoundry is not a palindrome

Enter a string: malayalam

malayalam is a palindrome

#include <stdio.h>

#include <string.h>

int main(){

char string1[20];

int i, length;

int flag = 0;

printf("Enter a string:");

scanf("%s", string1);

length = strlen(string1);

for(i=0;i < length ;i++){

if(string1[i] != string1[length-i-1]){

flag = 1;

break;

}

}

if (flag) {

printf("%s is not a palindrome", string1);

}

else {

printf("%s is a palindrome", string1);

}

return 0;

}

1. Anagram

Anagram: Two strings are said to be anagrams if they satisfy two conditions, the length of both strings must be equal to each other and second the strings must have the same set of characters.

Example 1:

First String = “hectare” and Second String = “teacher”

Case 1:

Lengths must be equal to each other.

length of “hectare” = 7

length of “teacher” = 7

Case 1 passed.

Case 2:

Set of characters in

hectare {‘h’ , ’e’ , ’c’ , ’t’ , ’a’ , ’r’ , ’e’}

teacher {‘t’ , ’e’ , ’a’ , ’c’ , ’h’ , ’e’, ’r’}

Every character from the first string has a similar character to it in the other string. Case 2 passed.

”teacher” and ”hectare” are anagrams.

Enter the string

study

Enter another string

dusty

"study" and "dusty" are anagrams.

#include<stdio.h>

#include<conio.h>

#include<string.h>

int main()

{

char str1[20], str2[20];

int len, len1, len2, i, j, found=0, not\_found=0;

printf("Enter first string: ");

gets(str1);

printf("Enter second string: ");

gets(str2);

len1 = strlen(str1);

len2 = strlen(str2);

if(len1 == len2)

{

len = len1;

for(i=0; i<len; i++)

{

found = 0;

for(j=0; j<len; j++)

{

if(str1[i] == str2[j])

{

found = 1;

break;

}

}

if(found == 0)

{

not\_found = 1;

break;

}

}

if(not\_found == 1)

printf("\nStrings are not Anagram");

else

printf("\nStrings are Anagram");

}

else

printf("\nBoth string must contain same number of character to be an Anagram Strings");

getch();

return 0;

}

1. Calculate the Power of a Number

For example: In the case of 23

2 is the base number

3 is the exponent

And, the power is equal to 2\*2\*2

Sample input

Base number: 2

Exponent number: 3

Output:

8

#include <stdio.h>

int main() {

int base, exp;

long double result = 1.0;

printf("Enter a base number: ");

scanf("%d", &base);

printf("Enter an exponent: ");

scanf("%d", &exp);

while (exp != 0) {

result \*= base;

--exp;

}

printf("Answer = %.0Lf", result);

return 0;

}

1. Print the sum of all even numbers between 1 and 100.

Example Solution: Sum of even numbers between 1 and 100: 2550

#include <stdio.h>

int main()

{

int i, n, sum=0;

/\* Input upper limit from user \*/

printf("Enter upper limit: ");

scanf("%d", &n);

for(i=2; i<=n; i+=2)

{

/\* Add current even number to sum \*/

sum += i;

}

printf("Sum of all even number between 1 to %d = %d", n, sum);

return 0;

}

1. Check if a given number is a perfect square or not.

Sample Input: Enter a number: 25

Sample Output: 25 is a perfect square.

#include<stdio.h>

int main()

{

printf("\n\n\t\tStudytonight - Best place to learn\n\n\n");

// variable declaration

int i, number;

// take user input

printf("Enter a number: ");

scanf("%d", &number);

// loop to check number is perfect square or not

for(i = 0; i <= number; i++)

{

if(number == i\*i)

{

printf("\n\n\n\t\t\t%d is a perfect square\n\n\n", number);

printf("\n\n\t\t\tCoding is Fun !\n\n\n");

return 0; // same as using break in this case to end the program

}

}

printf("\n\n\n\t\t\t%d is not a perfect square\n", number);

printf("\n\n\t\t\tCoding is Fun !\n\n\n");

return 0;

}

1. Find the sum of all even digits in a given number.

Sample:

Input: Enter a number: 356824

Output:Sum of even digits: 20

#include<stdio.h>

int sum\_of\_even\_digits(int n) {

int r, sum = 0;

// reading each digit of n

while (n > 0) {

r = n % 10; // storing rightmost digit of n in r

n = n / 10; // removing rightmost digit of n

// if r is even, add r to sum

if (r % 2 == 0){

sum = sum + r;

}

}

return sum;

}

int main() {

int n;

printf("Enter a Number: ");

scanf("%d", &n);

printf("Sum of Even Digits: %d", sum\_of\_even\_digits(n));

}

1. Swap two numbers without using a temporary variable.

Sample:

Input:

Enter first number: 10

Enter second number: 20

Output:

Before swapping: num1 = 10, num2 = 20

After swapping: num1 = 20, num2 = 10

#include<stdio.h>

int main()

{

int a=10, b=20;

printf("Before swap a=%d b=%d",a,b);

a=a+b;//a=30 (10+20)

b=a-b;//b=10 (30-20)

a=a-b;//a=20 (30-10)

printf("\nAfter swap a=%d b=%d",a,b);

return 0;

}

1. Find the Number of Elements in an Array

array[]={15,50,34,20,10,79,100};

Size of the given array is 7

#include <stdio.h>

int main()

{

//Initialize array

int arr[] = {1, 2, 3, 4, 5};

//Number of elements present in an array can be calculated as follows

int length = sizeof(arr)/sizeof(arr[0]);

printf("Number of elements present in given array: %d", length);

return 0;

}

1. Delete an Element from an Array

Example: arr[6] = {12,65,32,75,48,11}

Value: 12 65 32 75 48 11

↑ ↑ ↑ ↑ ↑ ↑

Index: 0 1 2 3 4 5

The Element we are deleting here is “75”.

Original Array:

12 65 32 75 48 11

New Array:

12 65 32 48 11

/\* program to remove the specific elements from an array in C. \*/

#include <stdio.h>

#include <conio.h>

int main ()

{

// declaration of the int type variable

int arr[50];

int pos, i, num; // declare int type variable

printf (" \n Enter the number of elements in an array: \n ");

scanf (" %d", &num);

printf (" \n Enter %d elements in array: \n ", num);

// use for loop to insert elements one by one in array

for (i = 0; i < num; i++ )

{ printf (" arr[%d] = ", i);

scanf (" %d", &arr[i]);

}

// enter the position of the element to be deleted

printf( " Define the position of the array element where you want to delete: \n ");

scanf (" %d", &pos);

// check whether the deletion is possible or not

if (pos >= num+1)

{

printf (" \n Deletion is not possible in the array.");

}

else

{

// use for loop to delete the element and update the index

for (i = pos - 1; i < num -1; i++)

{

arr[i] = arr[i+1]; // assign arr[i+1] to arr[i]

}

printf (" \n The resultant array is: \n");

// display the final array

for (i = 0; i< num - 1; i++)

{

printf (" arr[%d] = ", i);

printf (" %d \n", arr[i]);

}

}

return 0;

}

Output:

Enter the number of elements in an array:

8

Enter 8 elements in array:

arr[0] = 3

arr[1] = 6

arr[2] = 2

arr[3] = 15

arr[4] = 10

arr[5] = 5

arr[6] = 8

arr[7] = 12

Define the position of the array element where you want to delete:

5

The resultant array is:

arr[0] = 3

arr[1] = 6

arr[2] = 2

arr[3] = 15

arr[4] = 5

arr[5] = 8

arr[6] = 12

1. Find Sum of Array Elements using Pointer

Expected Input and Output

If we are entering 5 elements (N = 5), with array element values as 4, 9, 10, 56 and 100 then,

Sum of Elements of the array will be: 4 + 9 + 10 + 56 + 100 = 179

#include <stdio.h>

#include <malloc.h>

void main()

{

int i, n, sum = 0;

int \*a;

printf("Enter the size of array A \n");

scanf("%d", &n);

a = (int \*) malloc(n \* sizeof(int));

printf("Enter Elements of the List \n");

for (i = 0; i < n; i++)

{

scanf("%d", a + i);

}

/\* Compute the sum of all elements in the given array \*/

for (i = 0; i < n; i++)

{

sum = sum + \*(a + i);

/\* this \*(a+i) is used to access the value stored at the address\*/

}

printf("Sum of all elements in array = %d\n", sum);

return 0;

}

1. Print all Non Repeated Elements in an Array

Enter size of the array: 6

Enter 6 elements of an array: 12

10

4

10

12

56

The array after removing duplicates is: 12 10 4 56

1. Cyclically Permute the Elements of an Array

Enter the value of the n = 4

Enter the numbers

3

40

100

68

Cyclically permuted numbers are given below

40

100

68

3

#include <stdio.h>

void main ()

{

int i, n, number[30];

printf("Enter the value of the n = ");

scanf("%d", &n);

printf("Enter the numbers\n");

for (i = 0; i < n; ++i)

{

scanf("%d", &number[i]);

}

number[n] = number[0];

for (i = 0; i < n; ++i)

{

number[i] = number[i + 1];

}

printf("Cyclically permuted numbers are given below \n");

for (i = 0; i < n; ++i)

printf("%d\n", number[i]);

}

1. Find Missing Numbers in Array

Enter size of array : 6

Enter elements into array :

1

2

3

5

6

Missing element is : 4

1. Find Union and Intersection of Two Arrays

Enter the elements of Array 1:

Enter element 1: 12

Enter element 2: 34

Enter element 3: 23

Enter element 4: 56

Enter element 5: 45

Elements of Array 1: { 12 34 23 56 45 }

Sorted elements of Array 1: { 12 23 34 45 56 }

Enter the elements of Array 2:

Enter element 1: 34

Enter element 2: 56

Enter element 3: 12

Enter element 4: 78

Enter element 5: 66

Elements of Array 2: { 34 56 12 78 66 }

Sorted elements of Array 2: { 12 34 56 66 78 }

Intersection is: { 12 34 56 }

Union is: { 12 23 34 45 56 66 78 }

#include <stdio.h>

#define SIZE 5

void get\_value(int arr[]);

void print\_value(int arr[], int n);

void function\_sort(int arr[]);

int find\_intersection(int array1[], int array2[], int intersection\_array[]);

int find\_union(int array1[], int array2[], int union\_array[]);

void main()

{

int array1[SIZE], array2[SIZE], intersection\_array[SIZE], union\_array[SIZE\*2];

int num\_elements;

//input elements of Array1

printf("\n Enter the elements of Array 1: n");

get\_value(array1);

printf("\n\n Elements of Array 1: ");

print\_value(array1, SIZE);

//Sort array 1

function\_sort(array1);

printf("nnSorted elements of Array 1: ");

print\_value(array1, SIZE);

//input elements of Array2

printf("nnEnter the elements of Array 2: n");

get\_value(array2);

printf("\n\n Elements of Array 2: ");

print\_value(array2, SIZE);

//Sort array 2

function\_sort(array2);

printf("\n\nSorted elements of Array 2: ");

print\_value(array2, SIZE);

//Find Intersection

num\_elements = find\_intersection(array1, array2, intersection\_array);

printf("\n\n Intersection is: ");

print\_value(intersection\_array, num\_elements);

//Find Union

num\_elements = find\_union(array1, array2, union\_array);

printf("\n\n Union is: ");

print\_value(union\_array, num\_elements);

}

void get\_value(int arr[])

{

int i, j;

for (i = 0; i < SIZE; i++)

{

j = i + 1;

printf("\n Enter element %d: ", j);

scanf("%d", &arr[i]);

}

}

void print\_value(int arr[], int n)

{

int i;

printf("{ ");

for (i = 0; i < n; i++)

{

printf("%d ", arr[i]);

}

printf("}");

}

void function\_sort(int arr[])

{

int i, j, temp, swapping;

for (i = 1; i < size; i++)

{

swapping = 0;

for (j = 0; j < size-i; j++)

{

if (arr[j] > arr[j+1])

{

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

swapping = 1;

}

}

if (swapping == 0)

{

break;

}

}

}

int find\_intersection(int array1[], int array2[], int intersection\_array[])

{

int i = 0, j = 0, k = 0;

while ((i < size) && (j < size))

{

if (array1[i] < array2[j])

{

i++;

}

else if (array1[i] > array2[j])

{

j++;

}

else

{

intersection\_array[k] = array1[i];

i++;

j++;

k++;

}

}

return(k);

}

int find\_union(int array1[], int array2[], int union\_array[])

{

int i = 0, j = 0, k = 0;

while ((i < SIZE) && (j < SIZE))

{

if (array1[i] < array2[j])

{

union\_array[k] = array1[i];

i++;

k++;

}

else if (array1[i] > array2[j])

{

union\_array[k] = array2[j];

j++;

k++;

}

else

{

union\_array[k] = array1[i];

i++;

j++;

k++;

}

}

if (i == SIZE)

{

while (j < SIZE)

{

union\_array[k] = array2[j];

j++;

k++;

}

}

else

{

while (i < SIZE)

{

union\_array[k] = array1[i];

i++;

k++;

}

}

return(k);

}

$ cc pgm98.c

$ a.out

Enter the elements of Array 1:

Enter element 1: 12

Enter element 2: 34

Enter element 3: 23

Enter element 4: 56

Enter element 5: 45

Elements of Array 1: { 12 34 23 56 45 }

Sorted elements of Array 1: { 12 23 34 45 56 }

Enter the elements of Array 2:

Enter element 1: 34

Enter element 2: 56

Enter element 3: 12

Enter element 4: 78

Enter element 5: 66

Elements of Array 2: { 34 56 12 78 66 }

Sorted elements of Array 2: { 12 34 56 66 78 }

Intersection is: { 12 34 56 }

Union is: { 12 23 34 45 56 66 78 }

1. Split the Array and Add First Part to the End

Enter the value of n

4

enter the numbers

3

678

345

876

Enter the position of the element to split the array

3

The resultant array is

876

3

678

345

// CPP program to split array and move first

// part to end.

#include <stdio.h>

void splitArr(int arr[], int n, int k)

{

for (int i = 0; i < k; i++) {

// Rotate array by 1.

int x = arr[0];

for (int j = 0; j < n - 1; ++j)

arr[j] = arr[j + 1];

arr[n - 1] = x;

}

}

// Driver code

int main()

{

int arr[] = { 12, 10, 5, 6, 52, 36 };

int n = sizeof(arr) / sizeof(arr[0]);

int position = 2;

splitArr(arr, n, position);

for (int i = 0; i < n; ++i)

printf("%d ", arr[i]);

return 0;

}

1. Matrix Multiplication

**Example 1:**

[1 4

3 2] \*

[1 2

2 1]

= [1∗1+3∗24∗1+2∗21∗2+3∗14∗2+2∗1] = [78510]

1. #include<stdio.h>
2. #include<stdlib.h>
3. **int** main(){
4. **int** a[10][10],b[10][10],mul[10][10],r,c,i,j,k;
5. system("cls");
6. printf("enter the number of row=");
7. scanf("%d",&r);
8. printf("enter the number of column=");
9. scanf("%d",&c);
10. printf("enter the first matrix element=\n");
11. **for**(i=0;i<r;i++)
12. {
13. **for**(j=0;j<c;j++)
14. {
15. scanf("%d",&a[i][j]);
16. }
17. }
18. printf("enter the second matrix element=\n");
19. **for**(i=0;i<r;i++)
20. {
21. **for**(j=0;j<c;j++)
22. {
23. scanf("%d",&b[i][j]);
24. }
25. }
27. printf("multiply of the matrix=\n");
28. **for**(i=0;i<r;i++)
29. {
30. **for**(j=0;j<c;j++)
31. {
32. mul[i][j]=0;
33. **for**(k=0;k<c;k++)
34. {
35. mul[i][j]+=a[i][k]\*b[k][j];
36. }
37. }
38. }
39. //for printing result
40. **for**(i=0;i<r;i++)
41. {
42. **for**(j=0;j<c;j++)
43. {
44. printf("%d\t",mul[i][j]);
45. }
46. printf("\n");
47. }
48. **return** 0;
49. }

**Output:**

enter the number of row=3

enter the number of column=3

enter the first matrix element=

1 1 1

2 2 2

3 3 3

enter the second matrix element=

1 1 1

2 2 2

3 3 3

multiply of the matrix=

6 6 6

12 12 12

18 18 18

Let's try to understand the matrix multiplication of **3\*3 and 3\*3** matrices by the figure given below:

![matrix multiplication in c](data:image/png;base64,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)

1. Find the Perimeter of a Circle, Rectangle and Triangle

perimeter of rectangle: 2 \* (a + b)

perimeter of General triangle: a + b + c

perimeter of Equilateral triangle: 3 \* a

perimeter of Right angled triangle: width + height + sqrt(width ^ 2 + height ^ 2)

perimeter of circle: 2 \* pi \* r

/\*

\* C Program to Find the Perimeter of a Circle, Rectangle and Triangle

\*/

#include <stdio.h>

#include <math.h>

int main()

{

float radius, length, width, a, b, c, height;

int n;

float perimeter;

//Perimeter of rectangle

printf(" \n Perimeter of rectangle \n");

printf("---------------------------\n");

printf("\n Enter width and length of the rectangle : ");

scanf("%f%f", &width,& length);

perimeter = 2 \* (width + length);

printf("Perimeter of rectangle is: %.3f", perimeter);

//Perimeter of triangle

printf("\n Perimeter of triangle n");

printf("---------------------------n");

printf("\n Enter the size of all sides of the triangle : ");

scanf("%f%f%f", &a, &b, &c);

perimeter = a + b + c;

printf("Perimeter of triangle is: %.3f", perimeter);

//Perimeter of circle

printf(" \n Perimeter of circle \n");

printf("---------------------------\n");

printf("\n Enter the radius of the circle : ");

scanf("%f", &radius);

perimeter = 2 \* (22 / 7) \* radius;

printf("Perimeter of circle is: %.3f", perimeter);

//Perimeter of equilateral triangle

printf(" \n Perimeter of equilateral triangle \n");

printf("---------------------------\n");

printf("\n Enter any side of the equilateral triangle : ");

scanf("%f", &a);

perimeter = 3 \* a;

printf("Perimeter of equilateral triangle is: %.3f", perimeter);

//Perimeter of right angled triangle

printf(" \n Perimeter of right angled triangle \n");

printf("---------------------------\n");

printf("\n Enter the width and height of the right angled triangle : ");

scanf("%f%f", &width, &height);

perimeter = width + height + sqrt(width \* width + height \* height);

printf("Perimeter of right angled triangle is: %.3f", perimeter);

return 0;

}